ABSTRACT

Many web application security scanners are prone to false alarms indicating that your website is vulnerable when it isn’t. False positives are a major problem in web application security, as they make security testing slower, less accurate and more frustrating. Proof-Based Web Vulnerability Scanning Technology in DevSecOps/SecDevOps environment will let you eliminate security vulnerabilities as early as possible, helping you save a lot of resources. It would automatically exploit identified web security vulnerabilities and also produce a proof of exploits which confirms that the identified vulnerabilities are genuine and not false positives. In this paper we present a technique to find web vulnerabilities using our proposed algorithm and provide extracted sample data as proofs. Our tool identifies vulnerabilities with the same level of certainty as a penetration tester or bounty hunter. This will assist developers and security teams in fixing vulnerabilities in less possible times.
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1. INTRODUCTION

With the increase of the number of websites each and every day, the security aspect of the websites has become a more concerning factor. Since most of the software developers are not aware of various security measures to be introduced into the system as their motive is just to make the software application run in a desired state without taking into consideration the flaws that the programming language might have introduced into the system; to protect the website and end users from the risk of being attacked by any unauthorised access, it becomes significantly more important to devise new strategies and methodologies that will analyse the security breaches to which the website is vulnerable to.

Not only does the web application developed with flaws make the website vulnerable to attacks, but also end users become a key factor by compromising the security aspect. Assessing and eliminating the vulnerabilities requires the knowledge and deep understanding of these vulnerabilities. It becomes necessary enough to know the basic idea that works behind these vulnerabilities such as what makes them to appear in the system.

1.1 Injection
2. Broken Authentication
3. Sensitive Data Exposure
4. XML External Entity
5. Broken Access Control
6. Security Misconfiguration
7. Cross-site Scripting
8. Insecure Deserialization
9. Components with Known Vulnerabilities
10. Insufficient Logging & Monitoring

One can find, obviously, many different ways to compromise and breach applications which go beyond the OWASP Top Ten, however the list is a fairly nice beginning. Security exploits are constantly changing and emerging as time passes, there have been a number of changes towards the listing from OWASP Top Ten 2013 to 2017 as shown in the Figure 1. This paper concentrates on our automated tool based on the OWASP Top Ten2017.
The OWASP top 10 attacks of 2017 are:

<table>
<thead>
<tr>
<th>OWASP Top 10 - 2013</th>
<th>OWASP Top 10 - 2017</th>
</tr>
</thead>
<tbody>
<tr>
<td>AI - Injection</td>
<td>AI: 2017-Injection</td>
</tr>
<tr>
<td>A2 - Broken Authentication and Session Management</td>
<td>A2: 2017-Broken Authentication</td>
</tr>
<tr>
<td>A3 - Cross-Site Scripting (XSS)</td>
<td>A3: 2017-Sensitive Data Exposure</td>
</tr>
<tr>
<td>A4 - Insecure Direct Object References</td>
<td>A4: 2017-XSS, External Entities (XEE) [NEW]</td>
</tr>
<tr>
<td>A5 - Security Misconfiguration</td>
<td>A5: 2017-Broken Access Control [Negligible]</td>
</tr>
<tr>
<td>A6 - Sensitive Data Exposure</td>
<td>A6: 2017-Sensitive Data Exposure</td>
</tr>
<tr>
<td>A7 - Missing Function Level Access Control</td>
<td>A7: 2017-Cross-Site Scripting (XSS)</td>
</tr>
<tr>
<td>A8 - Cross-Site Request Forgery (CSRF)</td>
<td>A8: 2017-Reuse/Deserialization [NEW, Community]</td>
</tr>
<tr>
<td>A9 - Using Components with Known Vulnerabilities</td>
<td>A9: 2017-Using Components with Known Vulnerabilities</td>
</tr>
<tr>
<td>A10 - Unvalidated Redirects and Forwards</td>
<td>A10: 2017-Insecure Login/Logout [NEW, Core]</td>
</tr>
</tbody>
</table>

Figure 1: Owasp top ten 2017

Various vulnerability scanners have been deployed to identify these Top Ten vulnerabilities and automate the task to do the work as fast as possible. Vulnerability Scanner which claims accuracy, low false positives and automation, usage of these vulnerability scanners is not so effective as it generates false positives and security experts have to manually exploit the attack what flaws need to be corrected to make the system free from these vulnerabilities, which can be achieved by the OWASP top 10, which gives a complete guide to how the attackers attack and how to defend it and many more.

which again takes time and resources. However, the use of vulnerability scanners only to detect the vulnerabilities is considerable but true automation is not possible. In this paper, we have designed an algorithm and developed a way to detect the vulnerability and exploit it using Python modules, which we believe is complete automation. As the output of the scanner will be the final output and no extra time is wasted to exploit it manually. They play a significant role in detection of attacks and speeding the process. The implementation and the workflow is explained in the Methodology section.

2. METHODOLOGY
Proof Based Vulnerability scanning means identifying the vulnerabilities in the system and exploits identified vulnerabilities in a read-only and safe way, in order to confirm identified issues. This paper discusses algorithms and workflow of our tool that how the website is crawled, tested and exploited. Our tool is the free and open-source web application vulnerability scanner that automatically exploits vulnerabilities and also presents proof of the vulnerability so that you do not need to waste time manually verifying it. For example, in the case of a detected SQL injection vulnerability, it will show the database name as the proof of the exploit.

2.1 Overview
In our proposed method, a set of libraries and algorithms are used for identification of vulnerability, crawling and confirming with relevant output within the scanning process. These tasks were performed systematically with the help of the proposed framework. Figure 2 shows the flowchart of how the identification and confirmation of vulnerabilities of the target system is performed using automated scripts.

The above steps define the core working of our tool in which the power of true automation is achieved and algorithms are utilized for saving time and resources. Our proposed method helps to secure web applications easily without any fuss, so one can focus on fixing the reported vulnerabilities. If any proof is automatically confirmed, it will show a prefix ‘[Vulnerability Confirmed]’ in the output, so that one knows what should be fixed immediately as shown in figure 3 and 4.

Our scanning methodology uses Python3 Metasploit automation library (pymetasploit3) to achieve automation and beautifulsoup to scrape information from web pages such as web forms, links as shown in the figure 3.

2.2 Workflow
The proposed framework can easily be divided into 6 steps on the bases of its working and outputs that are used in the next phase. The first step takes a URL as an input from the user. The second step uses the output from the previous step that is URL and starts crawling the website in loop and each website is passed to the next step i.e., third step for vulnerability Detection. The third step uses detection techniques to find the vulnerability, here if the vulnerability is not found then control is given back to the crawler else it moves to fourth step i.e., Exploit execution. The fourth step runs the exploit on the detected URL and if the exploit runs then proof of exploit is generated, that is step five else control is given back to the crawler again to generate a new URL as shown in the Figure 1. These steps will continue until all the URLs in the web application are crawled and tested. Finally the Scan completes in the last step with the output on the screen.
3. MODEL DESIGN

Our Proposed model consists of two Operating Systems connected with each other with a NAT network in Oracle VirtualBox. Attacker machine is Kali Linux and the vulnerable Web application is Mutillidae. Our Prooﬁng based Scanner is in Kali Linux to scan the Web application. As our tool automates all the process, users just have to enter the target URL to start scanning. So once all the URLs are exploited and proof is gathered it is displayed on the screen which is nothing but the vulnerability report as shown in the ﬁgure 4.

3.1 Web Vulnerability Scanner

The proposed algorithm that is used to make the tool is given below:

Algorithm1:

start
--->Connect Metasploit RPC Server
--->Load the exploit
--->Set RHOSTS to victims IP
--->Set suitable payload
--->Execute the payload and get session
--->Grap Proof of exploit from the session such as System Information and Username
End

Algorithm 2:

start
DEFINE FUNCTION run_scanner(self):
FOR link IN self.target_links:
    SET forms TO self.extract_forms(link)
    FOR form IN forms:
        --> Test XSS IN the form
        IF is_vulnerable_to_xss:
            Discoverd XSS IN the following form of the URL
            --> Run Exploit IN the target form
            --> Test exploit_in_form
            IF is_exploitable:
                Vulnerability Confirmed !
                ELSE:
                    false positive
                ELSE:
                    XSS not discovered. Form is not vulnerable !!
            Return
End

4. RESULTS AND DISCUSSION

The Testing was done on a web application (Mutilidae) of a vulnerable machine (Metasploitable2) with host machine as Parrot Security OS. Figure 5 shows the PoC (Proof Of Concept) for our proposed algorithm tested for Cross-Site Scripting attacks. Table 1 depicts the total vulnerabilities detected, number of false-positives, and number of vulnerabilities successfully exploited.

![Figure 5: Automating Cross Site Scripting](image)

<table>
<thead>
<tr>
<th>Attacks</th>
<th>Vulnerabilities Detected</th>
<th>False Positives</th>
<th>Successfully Exploited</th>
</tr>
</thead>
<tbody>
<tr>
<td>Command Injection</td>
<td>23</td>
<td>10</td>
<td>13</td>
</tr>
<tr>
<td>Cross-Site Scripting</td>
<td>17</td>
<td>12</td>
<td>5</td>
</tr>
<tr>
<td>SQL Injection</td>
<td>12</td>
<td>5</td>
<td>7</td>
</tr>
<tr>
<td>Broken Authentication</td>
<td>2</td>
<td>0</td>
<td>2</td>
</tr>
</tbody>
</table>

5. CONCLUSION

The Objective of this project is to study the foundations of web application security and to learn how to protect these assets by securing the applications to create hack resilient code and provide a Automated Proof based tool to be preventive and rely on a secure platform, to improve security in the organization. This ensures that the information is secured according to the standards we need, to apply these measurements and follow the approaches that best suit our security needs.

Each identiﬁed risk in the project is prioritised according to prevalence, detectability, impact and exploitability. Committing to ensure your applications consider each of the top ten risks serves as an ideal starting point for focusing on application security. Our Project includes the theoretical background, deﬁnitions and security fundamental information including models, standards and information about security. The Project consists of a testing methodology conducted at the application. Whenever the vulnerability scanner matches and identiﬁes the known vulnerabilities of the web application in its database, it will raise a flag with “CONFIRMED” status along with proof of exploits.

5.1 Vulnerability Assessment Report

This report will contain accurate vulnerabilities along with URLs and proof of exploit to plan and prioritize your resolution efforts for maximum effectiveness level, using penetration testing tools. The analysis explains the most known security threats based on the results obtained for the IT Company. In our Project, Vulnerability is confirmed and proven, the issue is definitely real – it has already safely exploited it. Bug along with proof and Combined with severity ratings and technical information provided in each vulnerability report. An automated
tool can identify vulnerabilities with the same level of certainty as a penetration tester or bounty hunter. It means that the issue is real and you can move to address it without any additional checking by the security team. If you see “Confirmed”, you have a vulnerability that you need to fix.
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